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Windows 98 Core System

Components

VMM - Virtual Memory Manager. Windows NT provides an

independent, 2 gigabyte (GB) user address space for each

application (process) in the system.

IFS-TheInstallable File SystemManager arbitrates access to
filesystem devices, and other file system device components.

CM-The Configuration Managerensures that each device on the

computer can use an interrupt request (IRQ), I/O port
addresses,

and other resources without conflict with other devices.

WDM - The Win32 Driver Model defines a device-driver

architecture that provides a common set of I/O services

understood by both Windows 98 and future versions of
WindowsNT.

VMM

Device drivers

Registry

Windows 98 core

USER

GDI

Kernel

IFS

manager

Configuration

manager

WDM driver

manager

Windows 98 core

32bit shell

User

Interface

tools

Applications
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USER

USER.EXE: The USER component manages input from the

keyboard, mouse, and other input devices and output to the

user interface (windows, icons, menus, and so on).

It also manages interaction with the sound driver, timer,
and

communications ports. Windows 95 permits up to 16,364

window handles and 16,364 menu handles. Although these

limits are less than under Windows NT, they are
significantly

greater than the limits imposed by Windows 3.1.
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KERNEL

KERNEL.EXE: The KERNEL provides base operating

system functionality, including file I/O services, virtualmemory
management, and task scheduling.

When a user wants to start an application, the Kernel

loads the EXE and DLL files for the application.
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GDI

GDI.EXE (graphics device interface). Graphics device

interface (GDI) provides functions and related structures
that

your applications can use to generate graphical output
fordisplays, printers, and other devices.

Using GDI functions, you can draw lines, curves, closedfigures,
paths, text, and bitmapped images.
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The Device Independent Graphics

Interface (GDI philosophy)

GDI is the intermediary support between a Windows NT

graphics driver and applications.

Applications call Win32 GDI functions to make graphics

output requests. These requests are routed to GDI. GDI

then sends these requests to the appropriate graphicsdriver,
such as a display driver or printer driver. GDI

communicates with the graphics driver through a set of

DDI functions.
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Graphics Driver and GDI

Interaction

Application

GDI32

Graphics Engine

( GDI )

Graphics Driver

Graphics requests

User Mode

Kernel Mode

DDI calls GDI calls
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The Window Class

Every window belongs to a window class. An application

must register a window class before creating any windows of

that class.

The window class defines most aspects of a window's

appearance and behavior.

Windows provides for three types of window classes:

System Global Classes

Application global classes

Application local classes
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System Global Classes

Windows registers the system global classes for all applications
to use.

These classes contain the following familiar standard controls
:

Listbox,ComboBox,ScrollBar,Button,Static,Edit,and some less
familiar controls.

The class for menus.

The class for the desktop window.

The class for dialog boxes.

ComboBox : The class for the drop-down list box contained in a
combo box.

MDIClient : The class for multiple-document interface (MDI)
client windows.

Windows NT adds the DDEMLEvent class for DDEML because the
DDEML

functionality has been incorporated into Windows NT USER.

All Win32 applications can use

system global classes, but applications

cannot add or delete these classes.
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Application Global Classes

Application global classes are registered with the

CS_GLOBALCLASS style.

An application global class is a class that is available to
all

parts of a process. An EXE or DLL can register classes that

can be seen by other DLLs or EXEs within one process.

If a DLL registers a class that is not an application global

class, only that DLL can use the class. The same ruleapplies to
a class registered by an EXE file that is not an

application global classthe class is available only to the

EXE code.
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Application Local Classes

Win32 application local classes are the same as they were

in Windows 3.1.

They are the most frequently used window classes and

are available only to the application or DLL that registers

them.

Application local classes are registered without the

CS_GLOBALCLASS style. Most applications register an

application local class for their main window to use.
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The Window Class Structuretypedef struct tagWNDCLASS {

UINT style;

WNDPROC lpfnWndProc;

int cbClsExtra;int cbWndExtra;

HINSTANCE hInstance;

HICON hIcon;

HCURSOR hCursor;

HBRUSH hbrBackground;

LPCSTR lpszMenuName;

LPCSTR lpszClassName;

} WNDCLASS;

The chief component

of a window class is the

window procedure, a function

that receives and processes

all input and requestssent to the window.
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The Window Class Structure

DescriptionField Descriptionstyle Defines features such as
window alignment, device context (DC) allocation,

and double-click processing.

lpfnWndProc Points to the window procedure that processes
messages for the windows in

the class.cbClsExtra Specifies the amount of extra memory, in
bytes, that Windows should reserve

for the class.

cbWndExtra Specifies the amount of extra memory, in bytes, that
Windows should reserve

for each window in the class.

hInstance Identifies the application or DLL that registered the
class.

hIcon Defines the icon Windows displays when a window belonging
to the class is

minimized.hCursor Defines the cursor for windows belonging to
the class.

hbrBackground Defines the color and pattern Windows uses to fill
the client area when the

application opens or to paint a window belonging to the
class.

lpszMenuName Specifies the default menu for windows in the class
that do not explicitly

define menus.

lpszClassName Identifies the name of the class.


	
7/27/2019 Software Development with MFC Library.pdf

16/290

The Windows Creation

The CreateWindow() function creates an overlapped,

pop-up, or child window. It specifies the window class,

window title, window style, and (optionally) the initial

position and size of the window. The function alsospecifies the
window's parent or owner, if any, and the

window's menu.

To use extended styles in addition to the stylessupported by
CreateWindow(), use the

function CreateWindowEx() instead of usingCreateWindow().
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The CreateWindows() Function

HWND CreateWindow(

LPCTSTRlpClassName // pointer to registered class name

LPCTSTRlpWindowName, // pointer to window name

DWORDdwStyle, // window style

intx, // horizontal position of windowinty, // vertical position
of window

intnWidth, // window width

intnHeight, // window height

HWNDhWndParent, // handle to parent or owner window

HMENUhMenu, // handle to menu or child-window identifier

HANDLEhInstance, // handle to application instance

LPVOIDlpParam // pointer to window-creation data

);
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The Window Styles

Every window has one or more window styles. A window styleis a
named constant

that defines an aspect of the window's appearance and behavior
that is not specified

by the window's class.

WS_BORDERCreates a window that has a thin-line border.

WS_CAPTION

Creates a window that has a title bar (includes the WS_BORDER
style).

WS_CHILD

Creates a child window. A window with this style cannot have a
menubar. This style cannot be used with the WS_POPUP style.

WS_CHILDWINDOW

Same as the WS_CHILD style.
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The Window Styles II

WS_CLIPCHILDREN

Excludes the area occupied by child windows when drawing
occurs

within the parent window. This style is used when creating the
parent

window.

WS_CLIPSIBLINGS

Clips child windows relative to each other; that is, when a
particular child

window receives a WM_PAINT message, the WS_CLIPSIBLINGS
style

clips all other overlapping child windows out of the region of
the child

window to be updated. If WS_CLIPSIBLINGS is not specified and
child

windows overlap, it is possible, when drawing within the client
area of a

child window, to draw within the client area of a neighboring
child

window.

WS_DISABLED

Creates a window that is initially disabled. A disabled window
cannot

receive input from the user. To change this after a window has
been

created, use EnableWindow.
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The Window Styles IIIWS_DLGFRAME

Creates a window that has a border of a style typically used
with dialog

boxes. A window with this style cannot have a title bar.

WS_GROUP

Specifies the first control of a group of controls. The group
consists of this

first control and all controls defined after it, up to the next
control with theWS_GROUP style. The first control in each group
usually has the

WS_TABSTOP style so that the user can move from group to group.
The user

can subsequently change the keyboard focus from one control in
the group to

the next control in the group by using the direction keys. You
can turn this

style on and off to change dialog box navigation. To change this
style after a

window has been created, use SetWindowLong.WS_HSCROLL

Creates a window that has a horizontal scroll bar.

WS_ICONIC

Creates a window that is initially minimized. Same as the
WS_MINIMIZE

style.
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The Window Styles IVWS_MAXIMIZE

Creates a window that is initially maximized.

WS_MAXIMIZEBOX

Creates a window that has a Maximizebutton. Cannot be combined
with the

WS_EX_CONTEXTHELP style. The WS_SYSMENU style must also
bespecified.

WS_MINIMIZE

Creates a window that is initially minimized. Same as the
WS_ICONIC style.

WS_MINIMIZEBOX

Creates a window that has a Minimizebutton. Cannot be combined
with the

WS_EX_CONTEXTHELP style. The WS_SYSMENU style must also be

specified.
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The Window Styles VWS_OVERLAPPED

Creates an overlapped window. An overlapped window has a title
bar and a

border. Same as the WS_TILED style.

WS_OVERLAPPEDWINDOW

Creates an overlapped window with the WS_OVERLAPPED,

WS_CAPTION, WS_SYSMENU, WS_THICKFRAME,

WS_MINIMIZEBOX, and WS_MAXIMIZEBOX styles. Same as
theWS_TILEDWINDOW style

WS_POPUP

Creates a pop-up window. This style cannot be used with the
WS_CHILD

style.

WS_POPUPWINDOW

Creates a pop-up window with WS_BORDER, WS_POPUP, andWS_SYSMENU
styles.

The WS_CAPTION and WS_POPUPWINDOW styles must be

combined to make the window menu visible.


	
7/27/2019 Software Development with MFC Library.pdf

23/290

WS_SIZEBOX

Creates a window that has a sizing border. Same as the
WS_THICKFRAME

style.

WS_SYSMENU

Creates a window that has a window menu on its title bar. The
WS_CAPTION

style must also be specified.

WS_TABSTOP

Specifies a control that can receive the keyboard focus when the
user presses

the TAB key. Pressing the TAB key changes the keyboard focus to
the next

control with the WS_TABSTOP style. You can turn this style on
and off to

change dialog box navigation. To change this style after a
window has beencreated, use SetWindowLong.

WS_THICKFRAME

Creates a window that has a sizing border. Same as the
WS_SIZEBOX style.

The Window Styles VI
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WS_TILED

Creates an overlapped window. An overlapped window has a title
bar and a

border. Same as the WS_OVERLAPPED style.

WS_TILEDWINDOW

Creates an overlapped window with the WS_OVERLAPPED,
WS_CAPTION,

WS_SYSMENU, WS_THICKFRAME, WS_MINIMIZEBOX, and

WS_MAXIMIZEBOX styles. Same as the WS_OVERLAPPEDWINDOW

style.

WS_VISIBLECreates a window that is initially visible. This style
can be turned on and off by

using ShowWindow or SetWindowPos.

WS_VSCROLL

Creates a window that has a vertical scroll bar.

The Window Styles VII
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The Extended Window Styles

WS_EX_ACCEPTFILES

Specifies that a window created with this style accepts
drag-and-drop files.

WS_EX_CLIENTEDGE

Specifies that a window has a 3D lookthat is, a border with a
sunken

edge.

WS_EX_CONTEXTHELP

Includes a question mark in the title bar of the window. When
the user clicks

the question mark, the cursor changes to a question mark with a
pointer. If

the user then clicks a child window, the child receives a
WM_HELPmessage.
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The Extended Window Styles II

WS_EX_CONTROLPARENT

Allows the user to navigate among the child windows of the
window by

using the TAB key.WS_EX_DLGMODALFRAME

Designates a window with a double border that may (optionally)
be

created with a title bar when you specify the WS_CAPTION style
flag

in the dwStyleparameter.

WS_EX_LEFT

Gives window generic left-aligned properties. This is the
default.
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The Extended Window Styles III

WS_EX_LEFTSCROLLBAR

Places a vertical scroll bar to the left of the client area.

WS_EX_LTRREADING

Displays the window text using left-to-right reading order
properties.

This is the default.

WS_EX_MDICHILD

Creates an MDI child window.

WS_EX_NOPARENTNOTIFY

Specifies that a child window created with this style will not
send the

WM_PARENTNOTIFY message to its parent window when the
childwindow is created or destroyed.

WS_EX_OVERLAPPEDWINDOW

Combines the WS_EX_CLIENTEDGE and WS_EX_WINDOWEDGE

styles
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The Extended Window Styles IV

WS_EX_PALETTEWINDOW

Combines the WS_EX_WINDOWEDGE and WS_EX_TOPMOST

styles.

WS_EX_RIGHT

Gives a window generic right-aligned properties. This depends on
thewindow class.

WS_EX_RIGHTSCROLLBAR

Places a vertical scroll bar (if present) to the right of the
client area. This

is the default.

WS_EX_RTLREADING

Displays the window text using right-to-left reading order
properties.

WS_EX_STATICEDGE

Creates a window with a three-dimensional border style intended
to be

used for items that do not accept user input.
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WS_EX_TOOLWINDOW

Creates a tool window, which is a window intended to be used as
a

floating toolbar. A tool window has a title bar that is shorter
than a

normal title bar, and the window title is drawn using a smaller
font. A

tool window does not appear in the task bar or in the window
thatappears when the user presses ALT+TAB.

WS_EX_TOPMOST

Specifies that a window created with this style should be placed
above

all nontopmost windows and stay above them even when the window
is

deactivated. An application can use the SetWindowPos member

function to add or remove this attribute.

The Extended Window Styles V
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WS_EX_TRANSPARENT

Specifies that a window created with this style is to be
transparent.

That is, any windows that are beneath the window are not
obscured

by the window. A window created with this style receives

WM_PAINT messages only after all sibling windows beneath it

have been updated.

WS_EX_WINDOWEDGE

Specifies that a window has a border with a raised edge.

The Extended Window Styles VI
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The Windows Area
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The message loop

The system does not send input directly to an

application.

It places all mouse and keyboard input from the userinto a
message queue, along with messages posted by

the system and other application.

The application must read the message queue, retrievethe
messages, and dispatch them so that the window

procedurecan process them.
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The message loop

A generic application uses the following message loop:

while( GetMessage( &msg, NULL, 0, 0 ) ) {

TranslateMessage( &msg );

DispatchMessage( &msg );

}

The function retrieves a message from the queue. The function
sends

each message to the appropriate window procedure.

The function translates virtual-key message into character
messages,

this is necessary to implement menu access keys.
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The message loopThe GetMessage() function retrieves a message
from the queue and

copies it to a structure of type MSG. It returns a nonzero
value, unless

it encounters the WM_QUIT message, in which case it returns
FALSE

and ends the loop. An application can end its own loop by using
the

PostQuitMessage() function, typically in response to the

WM_DESTROY message in the window procedure of the

application's main window.

The TranslateMessage()function translates virtual-key message
into

character messages, this is necessary to implement menu access
keys.

The DispatchMessage()function sends each message to the

appropriate window procedure.
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The Window Procedure

(lpfnWndProc)LRESULT CALLBACK fnWndProc (HWND hWnd, UINT
message,WPARAM wParam, LPARAM Param)

{

switch (message)

{

case WM_CREATE:

{

LPCREATESTRUCT lpCreateStruct = (LPCREATESTRUCT)lParam;

hPanel = GlobalAlloc(GMEM_MOVEABLE | GMEM_ZEROINIT,
(DWORD)sizeof(CTLTAB) );

}

break;

case WM_PAINT:

{

PAINTSTRUCT ps;

HDC hDC1 = BeginPaint(hWnd,(LPPAINTSTRUCT)&ps);

EndPaint (hWnd,(LPPAINTSTRUCT)&ps);

}

break;

case WM_DESTROY:

GlobalUnlock(hPanel);

GlobalFree(hPanel);

break;

default:

return DefWindowProc (hWnd, message, wParam, lParam);

}

return(0L);

}

The lpfnWndProcfield in the

WNDCLASSstructure contains

the address of the window

procedure for all windows

belonging to the class. Windows

sends all messages pertaining to

windows created from the class

to this procedure.
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The Window Procedure

(lpfnWndProc)

The window procedure provides the functionality for these
windows.

An application can use the SetClassLong() function to change
the

window procedure address for all classes. This process is
calledsubclassing(more specifically,global subclassing).

When an application changes the address, all windows created
after the

SetClassLong()call use the new window procedure address.
Windows

created before the SetClassLong() call continue to use the
originalwindow procedure, and are unaffected by the global
subclass.
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Sub classing

Subclassing is a technique that allows an application to
intercept

messages destined for another window. An application can
augment,

monitor, or modify the default behavior of a window by
intercepting

messages meant for another window.

Subclassing is an effective way to change or extend the behavior
of a

window without redeveloping the window. Subclassing the
default

control window classes (button controls, edit controls, list
controls,

combo box controls, static controls, and scroll bar controls) is
a

convenient way to obtain the functionality of the control and to
modifyits behavior.

An application cannot subclass a window or class that belongs
to

another process.
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Sub classing (The basics)

The first step in creating a window is registering a window
class by

filling a WNDCLASS structure and calling RegisterClass().
One

element of the WNDCLASS structure is the address of the
window

procedure for this window class. When a window is created, the
32-bit

versions of the Microsoft Windows operating system take
theaddress of the window procedure in the WNDCLASS structure
and

copy it to the new window's information structure. When a
message is

sent to the window, Windows calls the window procedure through
the

address in the window's information structure.

To subclass a window, you substitute a new window procedure
that

receives all the messages meant for the original window by

substituting the window procedure address with the new
window

procedure address.
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Subclassing (The principle)

An application subclassing a window can take three actions with
the

message:

Pass the message to the original window procedure

Modify the message and pass it to the original window

procedure.

Not pass the message

The application can decide when to react to the messages it
receives.

The application can process the message before, after, or both
before

and after passing the message to the original window
procedure.
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Types of Subclassing

The two types of subclassing are:

Instance subclassing

Global subclassing
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Instance subclassing

Instance subclassing is subclassing an individualwindow's
information structure.

With instance subclassing, only the messages of a

particular window instance are sent to the newwindow
procedure.
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Instance subclassingThe SetWindowLong() function is used to
subclass an instance of a

window. The application must have the address of the
subclass

function. The subclass function is the function that receives
the

messages from Windows and passes the messages to the
originalwindow procedure. The subclass function must be exported in
the

application's or the DLL's module definition file.

The application subclassing the window calls
SetWindowLong()with

the handle to the window the application wants to subclass,
the

GWL_WNDPROCoption (defined in WINDOWS.H), and the address

of the new subclass function.
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Global subclassing

Global subclassing is replacing the address of the window
procedure in

the WNDCLASS structure of a window class. All subsequent

windows created with this class have the substituted window

procedure's address.

Global subclassing affects only windows created after the
subclass has

occurred. At the time of the subclass, if any windows of the
window

class that is being globally subclassed exist, the existing
windows are

not affected by the global subclass.

If the application needs to affect the behavior of the existing
windows,

the application must subclass each existing instance of the
window

class.
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Global subclassing II

Global subclassing is similar to instance subclassing. The
application

calls SetClassLong()to globally subclass a window class. As it
does

with instance subclassing, the application needs the address of
the

subclass function, and the subclass function must be exported in
the

application's or the DLL's module definition file.

To globally subclass a window class, the application must have
a

handle to a window of that class. To get a handle to a window in
the

desired class, most applications create a window of the class to
be

globally subclassed.

The application calls SetClassLong() with the window handle,
the

GCL_WNDPROCoption (defined in WINDOWS.H), and the address

of the new subclass function.
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Win32 Subclassing rules

Subclassing is allowed only within a process. An application
cannot

subclass a window or class that belongs to another process.

The reason for this rule is simple: Win32 processes have
separateaddress spaces. A window procedure has an address in a
particular

process. In a different process, that address does not contain
the same

window procedure. As a result, substituting an address from
one

process with an address from another process does not provide
the

desired result, so the 32-bit versions of Windows do not allow
thissubstitution to take place. The SetWindowLong()and
SetClassLong()

functions prevent this type of subclassing. You cannot subclass
a

window or class that is in another process.
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Instance Subclassing

LONG FAR PASCAL SubClassFunc(HWND hWnd,WORD Message,WORD
wParam,LONG lParam);

FARPROC lpfnOldWndProc;

HWND hEditWnd;

// Create an edit control and subclass it.

hEditWnd = CreateWindow("EDIT", "EDIT Test",WS_CHILD |
WS_VISIBLE | WS_BORDER,

0,0,50, 50,hWndMain,NULL,hInst,NULL);

// Now subclass the window that was just created.

lpfnOldWndProc = (FARPROC)SetWindowLong(hEditWnd,

GWL_WNDPROC, (DWORD) SubClassFunc);

.

// Remove the subclass for the edit control.

SetWindowLong(hEditWnd, GWL_WNDPROC, (DWORD)
lpfnOldWndProc);

// Here is a sample subclass function.

LONG FAR PASCAL SubClassFunc( HWND hWnd,WORD Message,WORD
wParam,LONG lParam)

{

// When the focus is in an edit control inside a dialog box,
the

// default ENTER key action will not occur.

if ( Message == WM_GETDLGCODE )

return DLGC_WANTALLKEYS;

return CallWindowProc(lpfnOldWndProc, hWnd, Message,
wParam,lParam);

}
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The WM_CREATE Message

The WM_CREATE message is sent when an application requests
that

a window be created by calling the CreateWindowEx or

CreateWindowfunction.

The window procedure of the new window receives this message
after

the window is created, but before the window becomes visible.
The

message is sent before the CreateWindowEx or CreateWindow

function returns.

// structure with creation data

LPCREATESTRUCT lpcs = (LPCREATESTRUCT) lParam;
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The WM_PAINT Message

An application receives the WM_PAINT message when the system
or

another application makes a request to paint a portion of an

application's window. The message is sent when the
UpdateWindow()or RedrawWindow() function is called, or by the
DispatchMessage

function when the application obtains a WM_PAINT message by

using the GetMessage()or PeekMessage()function.

// the device context to draw inhdc = (HDC) wParam;
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The WM_DESTROY Message

The WM_DESTROY message is sent when a window is being

destroyed. It is sent to the window procedure of the window
being

destroyed after the window is removed from the screen.

This message is sent first to the window being destroyed and
then to

the child windows (if any) as they are destroyed. During the
processing

of the message, it can be assumed that all child windows still
exist.
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Posting messages

An application typically posts a message to notify a specific
window to

perform a task.

Like the system, an application posts a message by copying it to
amessage queue and sends a message by passing the message data
as

arguments to a window procedure. To post messages, an
application

uses the PostMessage()function.

A common programming error is to assume that the
PostMessage()function always posts a message. This is not true when
the message

queue is full. An application should check the return value of
the

PostMessage() function to determine whether the message has
been

posted and, if it has not been, repost it.
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Sending messages

An application typically sends a message to notify a window
procedure

to perform a task immediately.

An application can send a message by calling the
SendMessage(),

BrodcastSystemMessage(), SendMessageCallback(),

SendMessageTimeout(), SendNotifyMessage(), or

SendDlgItemMessage()function.
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Intercepting messages(Hooking)

A hook is a mechanism by which a function can intercept
events(messages, mouse actions, keystrokes) before they reach
an

application.

To maintain and access filter functions, applications use
the

SetWindowsHookEx() and the UnhookWindowsHookEx()functions.
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Hooking capabilitiesHooks provide powerful capabilities for
Windows-based applications:

Process or modify all messages meant for all the dialog boxes,
message

boxes, scroll bars, or menus for an application (WH_MSGFILTER)
or

for the system (WH_SYSMSGFILTER).

Process or modify all messages (of any type) for the system
whenever a

GetMessage() or a PeekMessage() function is called

(WH_GETMESSAGE) and whenever a SendMessage() function is

called (WH_CALLWNDPROC).

Record or play back keyboard and mouse events

(WH_JOURNALRECORD, WH_JOURNALPLAYBACK). Process, modify, or
remove keyboard events (WH_KEYBOARD).

Process, modify, or discard mouse events (WH_MOUSE).

Respond to certain system actions, making it possible to
develop

computer-based training (CBT) for applications (WH_CBT).
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Pump messages

Pumping messages are useful to simulate

interactivity while longs operations.

For example, when a lengthy recalc operation is

begun, youd like to display a cancel dialog so

the user can interrupt the recalc if it takes longer

than expected.
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Pump messages (implementation)BOOL CSearchBox::Pump()

{

MSG msg;

while (::PeekMessage (&msg, NULL, 0, 0, PM_NOREMOVE))

{

if ( !AfxGetApp()->PumpMessage() ) // Retrieve and dispatch
any waiting messages{

::PostQuitMessage (0);

return FALSE;

}

}

LONG lIdle = 0;

// Simulate the framework's idle processing mechanism.

while (AfxGetApp()->OnIdle (lIdle++));

return TRUE;

}
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Single Document Interface (SDI)

SDI applications allow only one open document frame window at
a

time.

View

(Draws views of the

applications data and

processes user input)

Application Object

(Pumps messages to the

application s windows)

Document Object

(Store the application s data)

Frame Window

Two-way flow

of information

between

document

and view

Multiple Document Interface
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Multiple Document Interface

(MDI)

MDI applications allow multiple document frame windows to be
open

in the same instance of an application.
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SDI Document Template Creation

A document template defines the relationship between three types
of

classes:

A document class, which you derive from CDocument. A view class,
which displays data from the document class listed

above. You can derive this class from CView, CScrollView,

CFormView, or CEditView. (You can also use CEditView

directly.)

A frame window class, which contains the view. For an
SDIdocument template, you can derive this class from CFrameWnd;
if

you do not need to customize the behavior of the main frame

window, you can use CFrameWnd directly without deriving your

own class.

SDI Document Template
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SDI Document Template

Creation

An SDI application typically supports one type of

document, so it has only one CSingleDocTemplateobject.

Only one document can be open at a time.

AddDocTemplate( new CsingleDocTemplate(

IDR_MAINFRAME,

RUNTIME_CLASS( CSheetDoc),

RUNTIME_CLASS( CFrameWnd),

RUNTIME_CLASS(CSheetView)));

MDI Document Template
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MDI Document Template

Creation

A document template defines the relationships among three

types of classes:

A document class, which you derive from CDocument.

A view class, which displays data from the document class listed
above.

You can derive this class from CView, CScrollView, CFormView,
or

CEditView. (You can also use CEditViewdirectly.)

A frame window class, which contains the view. For an MDI
document

template, you can derive this class from CMDIChildWnd, or, if
youdont need to customize the behavior of the document frame
windows,

you can use CMDIChildWnddirectly without deriving your own
class.
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MDI Document Template Creation

An MDI application can support more than one type of document,
and

documents of different types can be open at the same time.
Your

application has one document template CMultiDocTemplate for
each

document type or view that it supports.

AddDocTemplate( new CMultiDocTemplate( IDR_SCRIBTYPE,

RUNTIME_CLASS( CScribDoc),

RUNTIME_CLASS( CMDIChildWnd),

RUNTIME_CLASS( CScribView )));

Application Object

Doc Template A Doc Template B

Doc1 Doc2 Doc3 Doc1

CMyApp

CMultiDocTemplate CMultiDocTemplate

Open documents

CMyDocA CMyDocA CMyDocA CMyDocB

Instances of one class Instances of a different class
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Fixed and Moveable Segments

Every segment in Windows' total memory space is marked

with certain attributes that tell Windows how to manage

the segment. First and foremost, segments are marked aseither
"fixed" or "moveable."

Windows can move moveable segments in memory if

necessary to make room for other memory allocations. A

fixed segment always resides at the same physical memory

location where it was first allocated.
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Handles (win16)

Windows use numbers called "handles." In many cases, the handles
are

really near pointers, in others (real mode), Windows maintains
a

segment called BURGERMASTER that contains a master
handle-to-

memory table.

The handle points to a small area of memory within

BURGERMASTER that contains the segment address of the item
that

the handle references. When Windows moves the segment that

contains the item, it can adjust the address in
BURGERMASTERwithout invalidating the handle. BURGERMASTER is itself
a

moveable segment.
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The BURGERMASTER

BURGERMASTER RAM

Handle value

(address)

address data

0x00FFABC5 0x0FB0 AB56 0x0FB0 F690

0x0CB0BC45 0x0FB0 F690

0x0FB0 AB56
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System Resources

The Keyboard Mouse

Asynchronous interrupts (Timers)
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Processing Character Messages

A window procedure receives a character message when the

TranslateMessage() function translates a virtual-key code

corresponding to a character key. The character messages are

WM_CHAR, WM_DEADCHAR, WM_SYSCHAR and

WM_SYSDEADCHAR. A typical window procedure ignores allcharacter
messages except WM_CHAR.

The TranslateMessage() function generates a WM_CHAR message

when the user presses any of the following keys:

Any character key BACKSPACE

ENTER (carriage return)

ESC

SHIFT+ENTER (linefeed)

TAB
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The Mouse

A window receives a mouse message when a mouse event occurs

while the cursor is within the borders of the window, or when
the

window has captured the mouse.

Mouse messages are divided into two groups:

Client area messages

Nonclient area messages.

Typically, an application processes client area messages and
ignores

nonclient area messages.

Mouse messages posted faster than a thread

can process them are discarded. Only the

most recent mouse message are treated.
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Client Area Mouse Messages

A window receives a client area mouse message when a mouse
event

occurs within the window's client area.

The system generates a double-click message when the user clicks
a

mouse button twice in quick succession.

An application-defined window does not, by default, receive
double-

click messages. Because of the system overhead involved in
generating

double-click messages, these messages are generated only for
windows

belonging to classes that have the CS_DBLCLKS class style.

A double-click message is always the third message in a
four-message

series. The first two messages are the button-down and
button-up

messages generated by the first click. The second click
generates the

double-click message followed by another button-up message.


	
7/27/2019 Software Development with MFC Library.pdf

69/290

Non Client Area Mouse Messages

A window receives a nonclient area mouse message when a
mouse

event occurs in any part of a window except the client area.
A

window's nonclient area consists of its border, menu bar, title
bar,

scroll bar, window menu, minimize button, and maximize
button.

The system generates nonclient area messages primarily for its
own

use.

There is a corresponding nonclient area mousemessage for each
client area mouse message. The

names of these messages are similar except that the

named constants for the nonclient area messages

include the letters NC.
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The WM_NCMOUSEMOVE Message

The WM_NCMOUSEMOVE message is posted to a window when the

cursor is moved within the nonclient area of the window.

This message is posted to the window that contains the cursor.
If a

window has captured the mouse, this message is not posted.

nHittest = (INT) wParam; // hit-test value

pts = MAKEPOINTS(lParam); // position of cursor
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The WM_NCHITTEST Message

Whenever a mouse event occurs, the system

sends a WM_NCHITTESTmessage to either

the window that contains the cursor hot spot orthe window that
has captured the mouse.

The system uses this message to determinewhether to send a
client area or nonclient area

mouse message.


	
7/27/2019 Software Development with MFC Library.pdf

72/290

The HIT codes IValue Location of hot spot

HTBORDER In the border of a window that does not have a sizing
border.

HTBOTTOM In the lower-horizontal border of a window.

HTBOTTOMLEFT In the lower-left corner of a window border.

HTBOTTOMRIGHT In the lower-right corner of a window border.

HTCAPTION In a title bar.

HTCLIENT In a client area.

HTCLOSE In a Close button.

HTERROR On the screen background or on a dividing line
between

windows (same as HTNOWHERE, except that the DefWindowProc

function produces a system beep to indicate an error).

HTGROWBOX In a size box (same as HTSIZE).

HTHELP In a Help button.

HTHSCROLL In a horizontal scroll bar.

HTLEFT In the left border of a window.
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The HIT codes IIValue Location of hot spot

HTMENU In a menu.

HTMAXBUTTON In a Maximize button.

HTMINBUTTON In a Minimize button.

HTNOWHERE On the screen background or on a dividing line between
windows.

HTREDUCE In a Minimize button.

HTRIGHT In the right border of a window.

HTSIZE In a size box (same as HTGROWBOX).

HTSYSMENU In a System menu or in a Close button in a child
window.

HTTOP In the upper-horizontal border of a window.

HTTOPLEFT In the upper-left corner of a window border.

HTTOPRIGHT In the upper-right corner of a window border.

HTTRANSPARENT In a window currently covered by another window in
the same thread.

HTVSCROLL In the vertical scroll bar.

HTZOOM In a Maximize button.
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Capturing the Mouse

An application can change this behavior by using the

SetCapture() function to route mouse messages to a

specific window. The window receives all mouse messages

until the application calls the ReleaseCapture() function

or specifies another capture window, or until the user

clicks a window created by another thread.

The system posts a mouse message to the

window that contains the cursor hot spot

when a mouse event occurs
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Timers

Windows timers create an event that periodically triggers a
specific

action in an application.

The event can be a WM_TIMER message returned from a
GetMessage

or a PeekMessage function, or it can be a call to a specified
TimerProccallback function.

When you specify a TimerProc callback function, the

DispatchMessage function simply calls the callback function
instead of

the window procedure.

The interrupt occurs approximately once every 55
milliseconds.
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Timers II

The WM_TIMER message is a low-priority message.

The GetMessage and PeekMessage functions retrieve this
messageonly when no other higher-priority messages are in the
threads

message queue.

Timers are a limited resource. If all timers are in use, the
SetTimer

function fails. Unless keeping a timer active is absolutely
essential to aprogram, the application must destroy the timer when
it is not in use.
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Multimedia Timers

Multimedia timer services allow applications to schedule timer
events

with the greatest resolution (or accuracy) possible for the
hardwareplatform. These multimedia timer services allow you to
schedule timer

events at a higher resolution than other timer services.

The timeSetEvent function starts a specified timer event.
The

multimedia timer runs in its own thread. After the event is
activated, itcalls the specified callback function or sets or
pulses the specified

event object.
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Wait functions

The Win32 API provides a set of wait functionsto allow a thread
to

block its own execution. The wait functions do not return until
the

specified criteria have been met. The type of wait function
determines

the set of criteria used. When a wait function is called, it
checks

whether the wait criteria have been met. If the criteria have
not been

met, the calling thread enters an efficient wait state,
consuming very

little processor time while waiting for the criteria to be
met.

There are four types of wait functions :

Single-object Multiple-object

Alertable (return also if the system queues an I/O completion
)

Registered (wait operation is performed by a thread from the
thread

pool)
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Waitable Timer Object

A "waitable" timer object is a synchronization object

whose state is set to signaled when the specified due time

arrives.

There are two types of waitable timers that can be created:

manual-reset (state remains signaled until SetWaitableTimer
function)

synchronization (The state remains signaled until a thread
completes a

wait operation on the timer object)

A timer of either type can also be a periodic timer.
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MFC Overview

The Microsoft Foundation Class Library 4.2 is a robust C++

application framework designed for writing applications in C++
for the

Microsoft Windows operating system.

MFC 4.2 is the latest version in the growing and evolving
MFC

library.

MFC 1.0 was released in April 1992 with Microsoft C/C++ version
7.

The 32-bit version was released later that year as part of the
Win32

Prerelease Development Kit program.

MFC offers a high level of abstraction that lets programmers
focus on

the details specific to the application while allowing its
classes to be

customized and extended.
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MFC Philosophy The Microsoft Foundation Class Library is
appropriately named

because it represents the foundation of a class architecture
that is

constantly evolving to bring developers the best support for
the

Windows operating system.

The class hierarchy and the functionality it encapsulates have
beendesigned for scalability.

Applications written for MFC 1.0 are compatible with MFC 2.0

through MFC 4.2 and beyond. MFC applications that were
originally

written for 16-bit Windows can be recompiled with very minor
source-

code modifications to run as full 32-bit programs under any of
the

many Win32-compatible platforms. (The modifications required
are

due to converting any 16-bit specific code in the application.
The

application framework code does not rely on 16-bit or 32-bit

implementation details.)
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MFC Portability

MFC has been designed to be portable to a number of
platforms,

allowing applications written to MFC to target a variety of
different

platforms.

MFC applications can target a large number of platforms
today:

Microsoft Windows 95

Microsoft Windows NT running on Intel processors

Microsoft Windows NT running on MIPS processors

Microsoft Windows NT running on Alpha AXP

Microsoft Windows NT running on PowerPC Microsoft Windows 3.1
using the Win32s API

Apple Macintosh (using the 68000-series instruction set)

Apple Macintosh (using the PowerPCinstruction set)

MFC Hi h Ch
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MFC Hierarchy Chart
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The CObject

CObject is the principal base class for the Microsoft

Foundation Class Library.

CObjectprovides basic services, including

Serialization support

Run-time class information

Object diagnostic output

Compatibility with collection classes
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The CObject (suite)

The CObjectdoes not support multiple inheritance.

Your derived classes can have only one CObject base

class, and that CObjectmust be leftmost in the hierarchy.

It is permissible, however, to have structures and non-

CObject-derived classes in right-hand multiple-inheritance

branches.
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The CObject Macros

DECLARE_DYNAMIC. First-level macro who adds the ability to

access run-time information about an objectsclass.

DECLARE_DYNCREATE. Enable objects of CObject-derived

classes to be created dynamically at run time.

DECLARE_SERIAL. Second-level macro who include all
thefunctionality of the first-level macros, and they enable an
object to

be serializedto and from an archive.
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Framework Models ATM COM AppWizard

Cluster Resource Type Wizard

Custom AppWizard

Database Project

DevStudio add-in Wizard

Extended Stored Proc Wiazrd

ISAPI Extension Wizard Makefile

MFC ActiveX ControlWizard

MFC AppWizard (dll)

MFC AppWizard (exe)

New Database Wizard

ObjectiveToolKit Appwizard Utility Project

Win32 Application

Win32 Console Application

Win32 Dynamic-Link Library

Win32 Static Library
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The Document-View Architecture

At the heart of the MFC framework are the

concepts of document and view.

A document is a data object with which the user

interacts in an editing session. It is created by

the New or Open command on the File menu

and is typically saved in a file.
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The Document-View Architecture
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The Document-View Architecture

The CDocument class provides the basic functionality for

programmer-defined document classes. A document represents the
unit

of data that the user typically opens with the Open command on
the

File menu and saves with the Save command on the File menu.

The CView class provides the basic functionality for
programmer-

defined view classes. A view is attached to a document and acts
as an

intermediary between the document and the user: the view renders
an

image of the document on the screen and interprets user input
as

operations upon the document. The view also renders the image
for

both printing and print preview.

Th M M


	
7/27/2019 Software Development with MFC Library.pdf

91/290

The Message Map(the problem to solve)

Microsoft Windows implements what are essentially virtual
functions

in window classes using its messaging facility. The large number
of

messages involved, providing a separate virtual function for
eachWindows message results in a prohibitively large vtable.

Also, since the number of system-defined Windows messages
changes

over time, and since a specific application may want to define
some

Windows messages of its own, the message-map mechanism providesa
level of indirection that prevents interface changes from
breaking

existing code.

Th M M
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The Message Map(the solution)

The Message Map is an alternative to the switch statement used
in

traditional Windows programs to handle messages sent to a
window.

A mapping from messages to member-functions may be defined
sothat when a message is to be handled by a window, the
appropriate

member function is called automatically.

The Message Map facility is designed to be similar to virtual
functions

but has additional benefits not possible with C++ virtual
functions.

If a message cantbe matched in a class message map, the
framework

also searches the message map of its immediate base class.
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The Message Map

BEGIN_MESSAGE_MAP(CMainFrame, SECMDIFrameWnd)

//{{AFX_MSG_MAP(CMainFrame)

ON_WM_CREATE()ON_COMMAND(ID_NEWLANGUE, OnNewLangue)

ON_UPDATE_COMMAND_UI(ID_NEWLANGUE,OnUpdateNewLangue)

ON_COMMAND(ID_NEWLANGUAGE_DICO,OnNewLangueDico)


ON_UPDATE_COMMAND_UI(ID_NEWLANGUE_DICO,OnUpdateNewLangueDico)

//}}AFX_MSG_MAP

END_MESSAGE_MAP()

M R fl ti
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Message Reflection(the problem)

Windows controls frequently send notification messages to their
parent

windows.

For instance, many controls send a control color notification
message

(WM_CTLCOLORor one of its variants) to their parent to allow
theparent to supply a brush for painting the background of the
control.

In Windows and in MFC prior to version 4.0, the parent window
(e.g.

dialog box), is responsible for handling these messages. This
means

that the code for handling the message needs to be in the
parentwindowsclass and that it has to be duplicated in every class
that needs

to handle that message. It would be much easier to reuse code if
a

control class could be written that would handle its own
background

color.

Message Reflection
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Message Reflection(the solution)

The Message Reflection feature allows these notification
messages to

be handled in either the child control window or the parent
window, or

in both.

If, in your parent window class, you supply a handler for a
specificWM_NOTIFYmessage or a range of WM_NOTIFYmessages, your

handler will be called only if the child control sending those
messages

does not have a reflected message handler through

ON_NOTIFY_REFLECT().

If you use ON_NOTIFY_REFLECT_EX() in your message map,

your message handler may or may not allow the parent window
to

handle the message according to the return value.

Message Reflection
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Message Reflection(the compatibility)

The message reflection is implemented by

MFC, not by Windows, then the parentwindow class must be derived
from

CWndfor message reflection to work.
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Message Routing (SDI)

In an SDI frame window model, the active view gets first

crack at the message, followed by the document object

associated with that view, the document template, the frame

window itself, and finally the application object.

The routing stops if any object along the way processes the

message, but it continues all the way to ::DefWindowProc()

if none of the objects' message maps contains an entry for

the message.

Message Routing
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Message Routing(the path)

Active View

Active View

Active View

Active View

Active View

::DefWindowProc

Message Routing


	
7/27/2019 Software Development with MFC Library.pdf

99/290

Message Routing(the Standard Command Route)

When an object of this type receives a

command . . .

It gives itself and other command-target objects a

chance to handle the command in this order:

MDI frame window

(CMDIFrameWnd)

1. Active CMDIChildWnd2. This frame window

3. Application (CWinAppobject)

Document frame window

(CFrameWnd, CMDIChildWnd)

1.

Active view2. This frame window3. Application
(CWinAppobject)

View1. This view

2. Document attached to the view

Document 1.

This document2. Document tem late attached to the document

Dialog box

1. This dialog box

2. Window that owns the dialog box3. Application
(CWinAppobject)

Message Routing
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Message Routing(the Shortest Route)

The next list show how the Framework reaches a handler of a
command

after the user chooses the menu item:

1. The main frame window receives the command message first.

2. The main MDI frame window gives the currently active MDI
childwindow a chance to handle the command.

3. The standard routing of an MDI child frame window gives its
view a

chance at the command before checking its own message map.

4. The view checks its own message map first and, finding no
handler, next

routes the command to its associated document.5. The document
checks its message map and finds a handler. This

documentmember function is called and the routing stops.

Message Routing
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Message Routing(the End)

If the document did not have a handler, it would next route

the command to its document template. Then the command

would return to the view and then the frame window.

Finally, the frame window would check its message map.If that
check failed as well, the command would be routed

back to the main MDI frame window and then to the

application object, the ultimate destination of unhandled

commands.

The Message Routing is implemented by MFC, not by

Windows.

The Handle Map


	
7/27/2019 Software Development with MFC Library.pdf

102/290

The Handle Map(The permanent handle map)

Windows objects are normally represented by HANDLEs.

The MFC classes wrap Windows object handles with C++objects.

The handle wrapping functions of the MFC class library

provide a way to find the C++ object that is wrapping theWindows
object with a particular handle.

The Handle Map
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The Handle Map(The temporary handle map)

There are times when a Windows object does not have a C++
wrapper

object, however, and at these times a temporary object is
created to act

as the C++ wrapper.

The Windows objects that use handle maps are:

HWND (CWnd and CWnd-derived classes)

HDC (CDC and CDC-derived classes)

HMENU (CMenu)

HPEN (CGdiObject)

HBRUSH (CGdiObject)

HFONT (CGdiObject) HBITMAP (CGdiObject)

HPALETTE (CGdiObject)

HRGN (CGdiObject)

HIMAGELIST (CImageList)

SOCKET (CSocket)

The Handle Map
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The Handle Map(The temporary objects)

Given a handle to any of these objects, you can find the

MFC object that wraps the handle by calling the static

member function FromHandle().

For example, given an HWNDcalled hWnd:

CWnd * pWnd = CWnd::FromHandle(hWnd)

will return a pointer to the CWndthat wraps the hWnd.

The Handle Map
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The Handle Map(The temporary objects)

If that hWnddoes not have a specific wrapper object, then

a temporary CWndis created to wrap the hWnd.

Once you have a wrapper object, you can get to its handle

through a public member variable. In the case of an

CWnd, m_hWndcontains the HWNDfor that object.

The Handle Map


	
7/27/2019 Software Development with MFC Library.pdf

106/290

The Handle Map(The problem)

Temporary objects are created whenever FromHandle() is given
a

handle that does not already have a wrapper object.

These temporary objects are detached from their handle and
deleted bythe DeleteTempMap()functions.

The default OnIdle processing in CWinThread automatically
calls

DeleteTempMap function for each class that supports
temporary

handle maps. This means that you cannot assume a pointer to
atemporary object will be valid past the point of exit from the
function

where the pointer was obtained, as the temporary object will be
deleted

during the Windows message-loop idle time.

The Handle Map
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The Handle Map(Wrapper objects & multiple threads)

Both temporary and permanent objects are maintained on a

per-thread basis. That is, one thread cannot access another

threads C++ wrapper objects, regardless of whether it is

temporary or permanent. As stated above, temporaryobjects are
deleted when the thread which that temporary

object belongs enters OnIdle.

To pass these objects from one thread to another, alwayssend
them as their native HANDLE type. Passing a C++

wrapper object from one thread to another will often result

in unexpected results.


	
7/27/2019 Software Development with MFC Library.pdf

108/290

OnIdle Mechanism

The Microsoft Foundation Classes (MFC) provide a virtualmember
function CWinApp::OnIdle()to support background

or idle-time processing when an application is not receiving

messages.
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OnIdle Mechanism

Available
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No
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The OnIdle() Function

virtualBOOLOnIdle(LONGlCount);

Return Value

Nonzero to receive more idle processing time; 0 if no more idle
time isneeded.

Parameters

lCount

A counter incremented each time OnIdle is called when the
applications

message queue is empty. This count is reset to 0 each time a new
message is

processed. You can use the lCountparameter to determine the
relative length

of time the application has been idle without processing a
message.
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The OnIdle() Function II

Override this member function to perform idle-time
processing.

OnIdle is called in the default message loop when the
applications

message queue is empty. Use your override to call your
ownbackground idle-handler tasks.

The OnIdlefunction should return 0 to indicate that no idle
processing

time is required. The lCount parameter is incremented each
time

OnIdleis called when the message queue is empty and resets to 0
eachtime a new message is processed. You can call your different
idle

routines based on this count.
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The OnIdle Loop Processing

If the message loop in the Microsoft Foundation Class Library
checks

the message queue and finds no pending messages, it calls
OnIdlefor

the application object and supplies 0 as the lCountargument.

OnIdle performs some processing and returns a nonzero value
toindicate it should be called again to do further processing.

The message loop checks the message queue again. If no messages
are

pending, it calls OnIdle again, incrementing the
lCountargument.

Eventually, OnIdlefinishes processing all its idle tasks and
returns 0.

This tells the message loop to stop calling OnIdleuntil the
next

message is received from the message queue, at which point the
idle

cycle restarts with the argument set to 0.
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The OnIdle Processing II

Do not perform lengthy tasks during OnIdlebecause your
application

cannot process user input until OnIdlereturns.

The default implementation of OnIdle updates command user-

interface objects such as menu items and toolbar buttons, and
it

performs internal data structure cleanup.

The OnIdle processing is implemented by

MFC, not by Windows.

The OnIdle
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The OnIdle(sample)

BOOL CMyApp::OnIdle(LONG lCount)

{

BOOL bMore = CWinApp::OnIdle(lCount);

if (lCount == 0)

{

TRACE("App idle for short period of time\n");

bMore = TRUE;

}

else if (lCount == 10)

{TRACE("App idle for longer amount of time\n");

bMore = TRUE;

}

else if (lCount == 100)

{

TRACE("App idle for even longer amount of time\n");

bMore = TRUE;

}

else if (lCount == 1000){

TRACE("App idle for quite a long period of time\n");

// bMore is not set to TRUE, no longer need idle

// IMPORTANT: bMore is not set to FALSE since CWinApp::OnIdle
may

// have more idle tasks to complete.

}

return bMore; // return TRUE as long as there is any more idle
tasks

}

k
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Hooking

A hook is a mechanism by which a function can intercept
events

(messages, mouse actions, keystrokes) before they reach an

application.

The function can act on events and, in some cases, modify or
discard

them. Functions that receive events are called filter functions
and are

classified according to the type of event they intercept.

Attaching one or more filter functions to a hook is known as
settingahook. If a hook has more than one filter function attached,
Windows

maintains a chain of filter functions. The most recently
installed

function is at the beginning of the chain, and the least
recently installed

function is at the end.

H k
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Hooking

When a hook has one or more filter functions attached and an
event

occurs that triggers the hook, Windows calls the first filter
function in

the filter function chain.

To maintain and access filter functions, applications use
the

SetWindowsHookEx and the UnhookWindowsHookEx , and

CallNextHookExfunctions.

Some hooks may be set with system scope only; some may be set
onlyfor a specific thread; and others may have either system or
thread

scope.

H ki
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Hooking

Hook Scope

WH_CALLWNDPROC Thread or System

WH_CBT Thread or System

WH_DEBUG Thread or System

WH_GETMESSAGE Thread or System

WH_JOURNALRECORD System Only

WH_JOURNALPLAYBACK System Only

WH_FOREGROUNDIDLE Thread or System

WH_SHELL Thread or System

WH_KEYBOARD Thread or System

WH_MOUSE Thread or System

WH_MSGFILTER Thread or System

WH_SYSMSGFILTER System Only

D & D I
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Drag & Drop I

The drag-and-drop functions in SHELL32.DLL allow an application
to

register itself with the system for drag-and-drop notifications,
to queryinformation about the file or files dropped, and to permit
or prevent a

drop.

Before an application can process a drop, it must register
itself with the

system by using the DragAcceptFiles(TRUE)function.

D & D II
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Drag & Drop II

After making this call, the application receives notification of
a drop in

the form of the WM_DROPFILES message. In the wParam

parameter of the message, the system packages a handle to a
structure

containing information about the drop object.

Using this handle, the application can query information such as
the

number of files dropped, the filename(s), and the location of
the drop.

To query the number of files being dropped, you can pass a
special

value (-1) to the DragQueryFilefunction in the second
parameter.

D & D III
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Drag & Drop III

The application can get the name of the file being dropped

by subsequent calls to DragQueryFile function, with the

second parameter specifying the index to the file.

The drop operation is completed with a call to

DragFinish()witch destroy the data (handle).

When the application no longer needs to support drag anddrop, it
must unregister itself by using the

DragAcceptFiles(FALSE).

P i & P i P i
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Print & Print Preview

The framework creates a printer DC for you and deletes the DC
when

printing is finished. The framework also calls StartDocand
EndDoc

functions to begin and end the print job, and StartPage()
and

EndPage() to bracket GDI calls for each page. It even supplies
a

Cancel dialog and abort procedure.

In some cases, the very same OnDrawfunction you use to render
your

document on screen can do printing and Print Preview too.

The key to printing in document/view is a set of virtual
CView

functions that the framework calls at various stages during the
printing

process.

Print & Print Preview
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Print & Print Preview(functions)

Function CView Description

OnPre arePrintin Called at the ver onset of a rint ob. Override
to call

CView::DoPre arePrintin and rovide the framework with the

page count (if known) and other information about the print
job.

OnBeginPrinting Called ust before rintin be ins. Override to
allocate fonts andother resources required for printing.

OnPrepareDC Called before each a e is rinted. Override to set
the view ort

ori in or cli in re ion to rint the current a e if OnDrawwillbe
used to produce the printed output.

OnPrint Called to rint one a e of the document. A a e number
and

rinter DC are su lied to ou b the framework. Override to

rint headers, footers, and other a e elements that aren't
drawn

b the view's OnDraw function or to rint each a e without

relying on OnDraw.

OnEndPrinting Called when rintin is finished. Override to
deallocate resources

allocated in OnBeginPrinting.

C t t S iti H l
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Context Sensitive Help

An important element of a user-friendly application is readily
available

in online Help.

Microsoft Windows provides functions and messages that, when

used in conjunction with the Windows Help application, make it
easy

to implement online Help in your application

There are two types of context-sensitive help implemented in
Windows

applications.

The first, referred to as F1 Help involves launching WinHelp

application with the appropriate context based on the currently
active

object.

C t t S iti H l
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Context Sensitive Help

The second is SHIFT+F1 mode. In this mode, the mouse cursor

changes to the help cursor (a combination arrow + question
mark), and

the user proceeds to click on the object they'd like help on. At
that

point, WinHelp application is launched giving help for the
object on

which the user clicked.

The Microsoft Foundation classes assume a single Help file. That
Help

file must have the same name and path as the application (.EXE
->

.HLP). This is a public CWinApp member variable named

m_pszHelpFilePaththat the user can change if desired.

H l C t t R
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Help Context Ranges0x00000000 - 0x0000FFFF : user
defined0x00010000 - 0x0001FFFF : commands (menus/command
buttons)

0x00010000 + ID_

(note: 0x18000-> 0x1FFFF is practical range since command IDs
are >=0x8000)

0x00020000 - 0x0002FFFF : windows and dialogs

0x00020000 + IDR_

(note: 0x20000-> 0x27FFF is practical range since IDRs
are
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Context Sensitive Help

There are two simple Help commands that are

implemented by the Microsoft Foundation classes:

ID_HELP_INDEX which is implemented by CWinApp::OnHelpIndex()

ID_HELP_USING which is implemented by CWinApp::OnHelpUsing()

These two commands simply show the Help index for the

application and show the user help on using the WinHelpprogram,
respectively.

ON COMMAND
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ON_COMMAND

Use ON_COMMANDto map a single command to a member function.

This macro is usually inserted in a message map by ClassWizard
or

manually.

It indicates which function will handle a command message from
a

command user-interface object such as a menu item or toolbar
button.

When a command-target object receives a Windows WM_COMMAND

message with the specified ID, ON_COMMANDwill call the
member

function memberFxnto handle the message.

ON_COMMAND(id,memberFxn)

afx_msg void memberFxn();

ON COMMAND RANGE
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ON_COMMAND_RANGE

Use ON_COMMAND_RANGE to map a range of command IDs to one

member function.

Only one message-map entry can match a given command ID.

ON_COMMAND_RANGE(id1,id2,memberFxn)

afx_msg void memberFxn(UINT id);

ClassWizard does not support message map ranges, so you

must place the macro yourself. Be sure to put it outside the

message map //{{AFX_MSG_MAP delimiters.

ON UPDATE COMMAND UI
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ON_UPDATE_COMMAND_UI

This macro is inserted in a message map by ClassWizard to

indicate which function will handle a user-interface update

command message.

There should be exactly one ON_UPDATE_COMMAND_UI

macro statement in your message map for every user-interface

update command that must be mapped to a message-handler

function.

ON_UPDATE_COMMAND_UI(id,memberFxn)

afx_msg void memberFxn(CCmdUI * pCmdUI);

ON UPDATE COMMAND UI RANGE
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ON_UPDATE_COMMAND_UI_RANGE

Use this macro to map a contiguous range of command IDs toa
single update message handler function.

Update message handlers update the state of menu items and

toolbar buttons associated with the command. The range of

IDs starts with id1and ends with id2.

ON_UPDATE_COMMAND_UI_RANGE(id1,id2,memberFxn)

afx_msg void memberFxn(CCmdUI * pCmdUI);

ClassWizard does not support message map ranges, so youmust
place the macro yourself. Be sure to put it outside the

message map //{{AFX_MSG_MAPdelimiters.

ON CONTROL RANGE
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ON_CONTROL_RANGE

Use this macro to map a contiguous range of control IDs toa
single message handler function for a specified Windows

notification message, such as BN_CLICKED.

The range of IDs starts with id1 and ends with id2. The

handler is called for the specified notification coming fromany
of the mapped controls.

ON_CONTROL_RANGE(wNotifyCode,id1,id2,memberFxn)

afx_msg void memberFxn(UINT id);

ClassWizard does not support message map ranges, so you

must place the macro yourself. Be sure to put it outside the

message map //{{AFX_MSG_MAPdelimiters.

Messages Categories
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Messages Categories

There are three main Windows Message

categories:

Windows messages

Control notifications

Command messages

Windows Messages
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Windows Messages

Windows Messages includes primarily those messages

beginning with the WM_ prefix, except for

WM_COMMAND.

Windows messages are handled by windows and views.

These messages often have parameters that are used in

determining how to handle the message.

ON_WM_CREATE()

afx_msg int OnCreate(LPCREATESTRUCT lpCreateStruct);

Control Notifications
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Control Notifications

Control Notifications includes WM_COMMANDnotification
messagesfrom controls and other child windows to their parent
windows.

The framework routes control-notification messages like other
WM_

messages. One exception, however, is the BN_CLICKED control-

notification message sent by buttons when the user clicks them.
This

message is treated specially as a command message and routed
like other

commands.

ON_EN_CHANGE(IDC_TRANSLATE, OnChangeTranslate)

afx_msg void OnChangeTranslate();

An edit control sends its parent a WM_COMMANDmessage
containing

the EN_CHANGE control-notification code when the user has taken
an

action that may have altered text in the edit control. The
windowshandler

for the message responds to the notification message in some
appropriate

way, such as retrieving the text in the control.

Control Notifications
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Control Notifications

// Afxmsg_.h

#define ON_CONTROL(wNotifyCode, id, memberFxn) \

{ WM_COMMAND, (WORD)wNotifyCode, (WORD)id, (WORD)id, AfxSig_vv,
\

(AFX_PMSG)&memberFxn }

#define ON_EN_CHANGE(id, memberFxn) \ON_CONTROL(EN_CHANGE, id,
memberFxn)

// MyFile.cpp

ON_EN_CHANGE(IDC_TRANSLATE, OnChangeTranslate)

// MyFile.hafx_msg void OnChangeTranslate();

Command Messages


	
7/27/2019 Software Development with MFC Library.pdf

136/290

Command Messages

This includes WM_COMMANDnotification messages from

user-interface objects: menus, toolbar buttons, and
accelerator

keys. The framework processes commands differently fromother
messages, and they can be handled by more kinds of

objects.

ON_COMMAND(ID_NEWLANGUAGE, OnNewLanguage)

afx_msg void OnNewLanguage();

Resources
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Resources

Fonts

Icons

Bitmaps (DDB & DIB)

Dialogue Box (modal modeless) Cursors (color & B/W)

Windows Palette Manager

User defined resources

Windows Font Mapping
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Windows Font Mapping

An application requests a font by creating and selecting a
logical fontobject. In creating the font, the application uses the
CreateFont() or

CreateFontIndirect()function to specify a list of attributes
that define

the font.

When the application selects this logical font into a device
context(DC) using the SelectObject function, the font is matched to
a

physical font, one that can be output by the device. This
process is

called realization.

Font mapping is the primary operation of the realization. The
goal of

the realization is to find a font available for the output
device that most

closely resembles the logical font. Determining this closeness
is what

font mapping is all about.

Icons
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Icons

Windows 95 and future versions of Windows NT

extract the appropriate size/color depth image

from the resource depending on the context of the

icon's use.

An icon resource can contain multiple icon images

in several sizes and color.

Device Dependent Bitmaps
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Device-Dependent Bitmaps

A data structure describing a bit image, specifying width

and height of a rectangular region in pixels, the width of

the array that maps entries from the device palette to

pixels, and the devices color format in terms of colorplanes and
bits per pixel.

Device-dependent bitmaps are supported only for
compatibility

with applications written for early versions of 16-bit
Windows

(prior to 3.0). If you are writing a Win32-based application,
orporting a 16-bit Windows-based application to the Win32 API,

you should use DIBs

Device Independent Bitmaps
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Device-Independent Bitmaps

DDB contain acolor table.

Information on the bitmap is stored in a data structure

containing information such as color format, resolution andcolor
palette for the device on which the image appears, an

array of bits that maps RGB triplets to pixels, and a data-

compression identifier which indicates which if any data

compression scheme was used to reduce the size of thearray of
bits.

Dialog Boxes
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Dialog Boxes

The Win32 API provides two types of dialog box:

Modal dialog box

Modeless dialog box

Dialog Boxes
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Dialog Boxes

A modal dialog boxrequires the user to supply information or
cancel

the dialog box before allowing the application to continue.

Applications use modal dialog boxes in conjunction with menu
items

that require additional information before they can proceed.

A modeless dialog box allows the user to supply information
and

return to the previous task without closing the dialog box.
Modal

dialog boxes are simpler to manage than modeless dialog
boxes

because they are created, perform their task, and are destroyed
bycalling a single function.

Cursors
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Cursors

Cursors, in Win32, are very similar to icons.

HCURSOR handles can be used interchangeablywith HICON handles in
most Win32 icon APIs.

Windows Palette Manager
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Windows Palette Manager

The Windows Palette Manager, an integral part of GDI, waswritten
so that applications can make use of a class of display

adapter hardware that possesses the ability to display a
vast

number of colors but is restricted to only a certain number
of

colors at any one time.

The design was targeted specifically to 8-bit display
adapters

with a hardware palette (or color lookup table) of 256
entries.

Every pixel on the screen is stored as an 8-bit index into
the

hardware palette. Each entry in the hardware palette defines
acolor, usually 24 bits (8 each of red, green, and blue),

although often only 18 bits of color information are
actually

used.

Windows Palette Manager II
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Windows Palette Manager II

The system palette is broken up into two sections, one with

fixed colors and one with colors that can be changed by

applications. The syste
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